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Preliminaries

How to define Feature-oriented Software?
Software products that have common features. These products vary with their different

features.



Preliminaries

What is the best way to develop Feature-oriented software?
Exploiting software reuse to develop the variants that have common

features.



Preliminaries

Developing feature-oriented software by taking advantage of software 
reuse is risky because:

One reusable component fits one product variant perfectly where it 
casuses severe faults within another. These products become poor

quality.



Preliminaries

How to assure quality of the variants?
Verifying and validating each variant.



Main Objective

To suggest an approach to systematically test potentially very large number of 
product variants. 

In order to achieve this, coupling feature diagrams with event sequence 
diagrams for testing purposes.



Terms: Feature Diagram

Feature Model: Indicative model of variation points
among products.



Terms: Event Sequence Graph

Event Sequence Graph: Models the interactions 
between a system and its user. It is used as a test-

generative model.



Running Example

MAGENTO: an e-trade software that has modules
resembling feature-oriented software product sets



Running Example
Magento’s Add New Product module has six product variants 

that form a feature-oriented product set. 

Simple, Bundle and  Downloadable has been selected in 
this study.



Running Example

Simple Product Bundle Product Downloadable 

Product

Product Name ✓ ✓ ✓

Static SKU ✓ ✓

Dynamic SKU ✓

Static Price ✓

Dynamic Price ✓ ✓

Tax Class ✓ ✓



Approach
• A feature model is built to indicate 

variation points among products.

• A full-ESG which represents overall 
system behavior within product set is 
constructed.

• The Feature Model and the ESG are
coupled.

• A variant-ESG is derived.

• Positive and negative test cases are
generated from variant-ESGs.



Indicative Example

Feature Model 



Indicative Example

full-ESG



Indicative Example

Simple Product Bundle Product Downloadable 

Product

Product Name ✓ ✓ ✓

Static SKU ✓ ✓

Dynamic SKU ✓

Static Price ✓

Dynamic Price ✓ ✓

Tax Class ✓ ✓



Indicative Example

Coupling of Feature Diagrams with Event Sequence Graphs



Indicative Example

Variant-ESG: Downloadable Product



Indicative Example

Simple Product Bundle Product Downloadable 

Product

Product Name ✓ ✓ ✓

Static SKU ✓ ✓

Dynamic SKU ✓

Static Price ✓

Dynamic Price ✓ ✓

Tax Class ✓ ✓



Indicative Example

12: [, EnterProductName, EnterStaticSKU, EnterStaticSKU, 
DisableDynamicPrice, DisableDynamicPrice, SelectTaxClass, 
SelectTaxClass, DisableDynamicPrice, EnterStaticSKU, SelectTaxClass, 
EnterStaticSKU, Save, ]
3: [, EnterProductName, DisableDynamicPrice, Save, ]
3: [, EnterProductName, SelectTaxClass, Save, ]
3: [, EnterProductName, SelectTaxClass, Cancel, ]
3: [, EnterProductName, EnterStaticSKU, Cancel, ]
3: [, EnterProductName, DisableDynamicPrice, Cancel, ]

The six positive and twenty three negative test cases form a test 
suite for Downloadable Product.



Conclusion

RISK OF SOFTWARE REUSE

One reusable component fits perfectly to one variant
whereas it causes severe faults for another variant



Conclusion

To model variations and commonalities among products FEATURE MODEL

To generate test cases automatically EVENT SEQUENCE GRAPHS



Conclusion

OBJECTIVE
Building an automated testing for large sets of feature-oriented

software products.

APPROACH
Feature Diagrams and Event Sequence Graphs are coupled.



Possible Impacts of this study

• the productivity of companies
• quality of individual products
• percentage of component reuse
• the return on investments  

• the cost
• the labor needs 
• the time to release a product

INCREASES

DECREASES
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